
SCIENCE CHINA
Mathematics

October 2025 Vol. 68 No. 10: 2519–2537
https://doi.org/10.1007/s11425-023-2364-2

© Science China Press 2025 math.scichina.com link.springer.com

. REVIEWS .

Combinatorial optimization: From deep learning
to large language models

Peng Tao1 & Luonan Chen1,2,3,4,∗,†

1Key Laboratory of Systems Health Science of Zhejiang Province, School of Life Science,
Hangzhou Institute for Advanced Study, University of Chinese Academy of Sciences, Hangzhou 310024, China;

2Key Laboratory of Systems Biology, Shanghai Institute of Biochemistry and Cell Biology,
Center for Excellence in Molecular Cell Science, Chinese Academy of Sciences, Shanghai 200031, China;

3Guangdong Institute of Intelligence Science and Technology, Zhuhai 519031, China;
4Pazhou Laboratory (Huangpu), Guangzhou 510555, China

Email: taopeng@ucas.ac.cn, lnchen@sjtu.edu.cn

Received November 26, 2023; accepted December 10, 2024; published online April 30, 2025

Abstract Traditional operational research methods have been the primary means of solving combinatorial
optimization problems (COPs) for the past few decades. However, with the rapid increase in the scale of problems
in real-world scenarios and the demand for online optimization, these methods face persistent challenges including
computational complexity and optimality. In recent years, combinatorial optimization methods based on deep
learning have rapidly evolved, progressing from tackling solely small-scale problems (e.g., the traveling salesman
problem (TSP) with fewer than 100 cities) to swiftly delivering high-quality solutions for graphs containing up to
a million nodes. Particularly, in the last two years, a multitude of studies has surfaced, demonstrating the ability
to generalize learned models to large-scale problems with diverse distributions. This capability empowers deep
learning-based methods to demonstrate robust competitiveness, even when challenged by professional solvers.
Consequently, this review summarizes the methods employed in recent years for solving COPs through deep
learning (including prompt learning), scrutinizes the strengths and weaknesses of these methods, and concludes
by highlighting potential directions for mitigating these weaknesses.
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1 Introduction

Combinatorial optimization problems (COPs) involve optimizing discrete variables, aiming to identify
the optimal solution from a finite set of solutions. This is closely associated with numerous issues in
scientific and industrial domains, such as logistics and transportation, circuit design and drug development
[6, 22, 62, 80, 85, 136]. While the solution set of a COP is finite, the number of feasible solutions grows
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exponentially with the problem’s scale. Consequently, when the problem is of significant scale, the solution
set approaches infinity, making exhaustive enumeration ineffective in obtaining the optimal solution.

In recent decades, a plethora of combinatorial optimization methods have been developed. Exact
methods such as branch-and-bound [59] and dynamic programming [7] decompose an original problem into
several subproblems, solving them to obtain the solution to the original problem. While these algorithms
can yield precise results, they are only suitable for small-scale COPs. As the scale increases, approximate
methods such as greedy algorithms [119], local search methods [127], tabu search methods [26], stochastic
simulated annealing [54], chaotic simulated annealing [54], evolutionary algorithms [82] and particle
swarm optimization [49] can provide a relatively good solution within a feasible time. While approximate
methods have been a focal point of research, the advent of the big data era has led to significantly large-
scale COPs in the real world. Faced with these extensive practical issues, approximate methods still
struggle to obtain high-quality feasible solutions within acceptable timescales.

On the other hand, artificial intelligence (AI) technologies, with deep learning as a representative, have
been rapidly advancing in recent years and have achieved remarkable milestones in various fields, including
disease diagnosis [95], time series prediction [13,91], machine translation [92], autonomous driving [60] and
protein structure prediction [102]. In the field of combinatorial optimization, AI methods demonstrate
various unique advantages, such as fast computational speed and strong generalization capabilities, in
comparison with traditional methods. While there are already some reviews in this field [6,31,65,80,120],
due to the rapid development in this field over the past two years, many significant advancements have
not been covered such as combinatorial optimization methods based on unsupervised learning (UL)
and prompt learning (PL). Therefore, this review further examines and summarizes deep learning-based
combinatorial optimization methods, compares their advantages and disadvantages, and finally identifies
the main challenges and potential solutions in this field.

2 Deep learning methods for combinatorial optimization

Methods for solving COPs based on deep learning can be classified according to multiple criteria. Based
on the role of deep learning, they can be categorized as end-to-end and non-end-to-end, with the former
primarily relying on deep learning, while the latter is often employed to enhance traditional operational
research methods. According to the construction of solutions, they can be classified into learning
constructive heuristics (LCH) and learning improvement heuristics (LIH) [9]. Additionally, classification
can be based on the neural network models used in deep learning such as the Pointer network (Ptr-
Net) and graph neural networks (GNNs). Below, we first classify these methods based on the COPs
(mainly focused on the TSP, see Table 1), then based on the model architectures, and finally based
on the training framework, i.e., supervised learning (SL), reinforcement learning (RL) and unsupervised
learning, including the gradient dynamics-based algorithm and the chaotic dynamics-based algorithm.
Considering space limitations, we see that this survey will not delve into detailed explanations of related
fundamental concepts and methods. For those unfamiliar with deep learning (including reinforcement
learning and GNNs), the references [27, 110,129] are recommended. For combinatorial optimization, the
reference [56] is suggested. It should be noted that the field of solving COPs with deep learning has
experienced rapid development, and there is a plethora of relevant work. This review, due to space
constraints, cannot cover all the work in this area. We apologize to authors who have made significant
contributions but may have been omitted in this paper.

2.1 The traveling salesman problem (TSP)

2.1.1 The Hopfield neural network (HNN )

The use of neural networks to solve COPs can be traced back to the Hopfield neural network (HNN)
in 1985 (see [38]). This network belongs to a single-layer fully connected recurrent network, where the
state of neurons changes over time, and each neuron serves as both input and output. Since the HNN
can be viewed as a nonlinear dynamical system, the concept of an energy function is introduced to assess
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the stability of network iterations. In this context, if the state of neurons encodes a solution to the
TSP, then the network’s energy is minimal precisely when it corresponds to the optimal TSP solution.
However, the Hopfield network can only address exceedingly small TSP instances, and owing to the
training process tending to converge to local minima, we see that the solutions obtained are frequently
suboptimal. Inspired by the chaotic dynamics found in the real brain, Aihara et al. [2] introduced chaos
dynamics into the Hopfield network, proposing the chaotic neural network (ACNN or Aihara network).
Subsequently, Chen and Aihara [10] further introduced the transient chaotic neural network (TCNN
or Chen network), which employs chaotic simulated annealing (CSA) to help the network escape from
local minima. Due to the pseudorandom nature of chaotic dynamics and the ergodicity in the fractal
space [11,12], this approach significantly improves the quality of TSP solutions, compared with the other
algorithms including stochastic simulated annealing (SSA). Although this approach has been gradually
optimized [117,122], it still can only handle small-scale COPs.

Table 1 The table presents a summary of the deep learning-based combinatorial optimization methods discussed in
this review, including information on the combinatorial optimization problems (COPs) addressed, the network model and
learning framework used, and the maximum number of variables (nmax) tested for each method

COP Model Framework Reference (Year) nmax

TSP HNN UL Hopfield and Tank (1985) [38] 30
HNN UL Chen and Aihara (1995) [10] 48

Ptr-Net SL Vinyals et al. (2015) [121] 50
Ptr-Net RL Bello et al. (2016) [5] 50
Ptr-Net RL Nazari et al. (2018) [86] 100
GNN SL Nowak et al. (2017) [87] 20
GNN SL Joshi et al. (2019) [48] 100
GNN SL Prates et al. (2019) [93] 80
GNN SL Xin et al. (2021) [130] 10,000
GNN SL Fu et al. (2021) [23] 10,000
GNN SL Sun and Yang (2023) [107] 10,000
GNN SL Li et al. (2023) [68] 1,000
GNN RL Dai et al. (2017) [18] 1,200
GNN RL Ma et al. (2019) [76] 1,000
GNN RL Hudson et al. (2022) [43] 100
GNN RL Jiang et al. (2022) [45] 200
GNN RL Qiu et al. (2022) [94] 10,000
GNN RL Ye et al. (2023) [133] 1,000
CNN SL Graikos et al. (2022) [29] 200

Transformer SL Luo et al. (2023) [75] 1,000
Transformer RL Deudon et al. (2018) [19] 100
Transformer RL Kool et al. (2018) [55] 100
Transformer RL Kwon et al. (2020) [58] 100
Transformer RL Wu et al. (2021) [128] 200
Transformer RL Ma et al. (2021) [77] 200
Transformer RL Kim and Park (2021) [50] 500
Transformer RL Zheng et al. (2021) [140] 85,900
Transformer RL Bi et al. (2022) [8] ⩽ 200

Transformer RL Kim et al. (2022) [51] < 250
Transformer RL Hottung et al. (2021) [40] 200
Transformer RL Son et al. (2023) [105] 1,000
Transformer RL Hou et al. (2023) [41] 7,000
Transformer RL Pan et al. (2023) [89] 10,000
Transformer RL Cheng et al. (2023) [15] 20,000
Transformer RL Zhou et al. (2023) [141] 5,000

LLM PL Wang et al. (2023) [123] 100
LLM PL Yang et al. (2023) [131] 50
LLM PL Liu et al. (2023) [72] 25
LLM PL Liu et al. (2023) [71] 1,000

(To be continued on the next page)
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(Continued )

COP Model Framework Reference (Year) nmax

VRP Ptr-Net RL Nazari et al. (2018) [86] 100
GNN SL Xin et al. (2021) [130] 10,000
GNN RL Gao et al. (2020) [24] 400
GNN RL Jiang et al. (2022) [45] 200
GNN RL Ye et al. (2023) [133] 1,000

Transformer SL Li et al. (2021) [66] 3,000
Transformer SL Luo et al. (2023) [75] 1,000
Transformer RL Kool et al. (2018) [55] 100
Transformer RL Chen and Tian (2019) [14] 100
Transformer RL Lu et al. (2019) [74] 100
Transformer RL Kwon et al. (2020) [58] 100
Transformer RL Wu et al. (2021) [128] 200
Transformer RL Ma et al. (2021) [77] 200
Transformer RL Kim and Park (2021) [50] 500
Transformer RL Bi et al. (2022) [8] ⩽ 200

Transformer RL Kim et al. (2022) [51] < 250
Transformer RL Hottung et al. (2021) [40] 200
Transformer RL Son et al. (2023) [105] 1,000
Transformer RL Hou et al. (2023) [41] 7,000
Transformer RL Zhou et al. (2023) [141] 5,000

MIS GNN SL Li et al. (2018) [69] ∼ 100,000
GNN RL Sun and Yang (2023) [107] 10,000
GNN RL Li et al. (2023) [68] 1,000
GNN RL Qiu et al. (2022) [94] 10,000
GNN UL Schuetz et al. (2022) [98] 1,000,000
GNN UL Tao et al. (2024) [114] 1,000,000
RNN UL Toenshoff et al. (2021) [116] 5,000

MCut GNN RL Abe et al. (2019) [1] < 5,000
GNN RL Barrett et al. (2020) [4] 2,000
GNN UL Yao et al. (2019) [132] 500
GNN UL Schuetz et al. (2022) [98] 1,000,000
GNN UL Tao et al. (2024) [114] 1,000,000
RNN UL Toenshoff et al. (2021) [116] 5,000

MVC GNN SL Li et al. (2018) [69] ∼100,000
GNN RL Dai et al. (2017) [18] 1,200
GNN RL Abe et al. (2019) [1] < 5,000
GNN RL Manchanda et al. (2020) [78] 20,000

GC GNN SL Lemos et al. (2019) [61] 561
GNN UL Schuetz et al. (2022) [98] 19,717
GNN UL Li et al. (2022) [67] 19,717
GNN UL Tao et al. (2024) [114] 19,717

SAT GNN SL Li et al. (2018) [69] ∼100,000
GNN SL Selsam et al. (2018) [101] 200
GNN SL Zhang et al. (2020) [138] 2,000
GNN SL Li and Si (2022) [70] 600
GNN RL Yolcu and Póczos (2019) [135] 100
GNN RL Kurin et al. (2020) [57] 600

MILP GNN SL Ding et al. (2020) [20] –
GNN SL Gupta et al. (2020) [33] 2,000
GNN RL Gasse et al. (2019) [25] 2,000
GNN RL Nair et al. (2020) [84] 1,000,000
GNN RL Tang et al. (2020) [112] 121
GNN RL Paulus et al. (2022) [90] 66

Ptr-Net RL Wang et al. (2023) [124] 61,000
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2.1.2 The pointer network (Ptr-Net )

A prominent work utilizing a supervised learning strategy to solve COPs is Ptr-Net proposed by Vinyals
et al. [121] for solving the traveling salesman problem (TSP). Its core is an encoder-decoder structure-
based seq2seq model. As depicted in Figure 1(a), for a TSP with n cities, Ptr-Net initially transforms the
two-dimensional coordinates of each city, (xi, yi), i ∈ [1, 2, . . . , n] into high-dimensional representation
vectors ci. Subsequently, it utilizes an encoder to encode the input representation vector sequence,
resulting in a feature vector ei. The decoder then decodes the output vectors dt, t = 1, 2, . . . in an
autoregressive manner. Finally, the attention mechanism is employed to calculate the probability ut

i of
selecting the i-th city at the t-th step, where the city with the maximum probability at each step forms
the final solution. Here, the calculation formula for ut

i is given by

ut
i = vT tanh(W1ei +W2dt), (2.1)

where W and v represent the parameters of the neural network. In contrast to supervised learning,
reinforcement learning excels in sequential decision-making, aligning well with the variable selection
process in COPs. Additionally, it overcomes the dependence on high-quality training samples, a challenge
in supervised learning. Therefore, leveraging reinforcement learning to address COPs is highly appropriate
and currently a focal point of research. Reinforcement learning was initially employed by Bello et al. [5]

(a)

(b)

(c)

Figure 1 (Color online) Three representative deep learning-based combinatorial optimization methods
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to train Ptr-Net (Figure 1(b) provides a simplified diagram). For each instance, the authors used the
expected tour length L(π) as a reward signal to train a policy pθ(π|s) that outputs city selections (action
π) based on the current state (s, including current city and visited cities). The policy gradient method
can be used to update the network parameters θ, e.g., for the vanilla REINFORCE [126] algorithm, its
update formula is

θ ← θ + αL(π)∇ ln pθ(π|s), (2.2)

where α is the learning rate. This work used a more advanced actor-critic [111] algorithm to further
improve the stability of training. Testing on TSP instances with up to 100 cities indicated that this
reinforcement learning-based method outperforms the results of Vinyals et al. [121]. It is worth noting
that to achieve optimal performance during testing, Bello et al. [5] fine-tuned the model’s weights for
each instance.

2.1.3 The graph neural network

GNNs are also efficient tools for solving TSPs. For example, Nowak et al. [87] input the two-dimensional
coordinates of TSP instances into a simple GNN to obtain the probability of each edge in the TSP
path, but this GNN can only solve small TSP instances approximately. Joshi et al. [48] used a graph
convolutional network (GCN) [53] to replace the GNN of Nowak et al. [87], and then utilized beam search
to convert these probabilities into an effective path with a simulation-based strategy further enhancing
the optimization performance [16]. Prates et al. [93] trained a GNN to encode nodes and edges in the TSP,
determining whether the model’s output, under a given loss, can form an effective path. Xin et al. [130]
introduced the NeuroLKH method, which trained a sparse graph network (SGN) through supervised
learning to enhance the edge candidate set artificially designed in the Lin-Kernighan-Helsgaun (LKH)
algorithm. The quality of its solutions surpassed the LKH algorithm in TSP instances with up to 10,000
cities. It is important to note that due to the differing data distributions between the training and test
sets, methods based on supervised learning often struggle to generalize well on the test set [47]. Some
recent work has begun to address this problem. Fu et al. [23] employed various techniques such as graph
sampling, graph transformation, and heat map fusion to train a small model, and then utilized the Monte
Carlo tree search (MCTS) to guide the search for high-quality solutions, achieving generalization even
on TSP instances with up to 10,000 nodes. Graikos et al. [29] pioneered the use of a diffusion model
[37] to generate solutions for COPs. This method projects each TSP instance onto a 64×64 grayscale
image space and processes it using a convolutional neural network (CNN). Building on the model of
Graikos et al. [29], Sun and Yang [107] proposed DIFUSCO, utilizing a GNN instead of a CNN. This
explicit modeling of variables further improves its optimization performance. Li et al. [68] introduced the
T2TCO (training to testing) framework. During training, it leverages the diffusion model to estimate
the distribution of high-quality solutions for each example. During testing, it performs a gradient-based
search in the solution space. Experimental results on datasets with 500 and 1,000 cities demonstrate that
T2TCO significantly outperforms DIFUSCO in terms of generalization performance.

Dai et al. [18] proposed the S2V-DQN method, using a GNN to encode the structure of solutions and
calculate the Q-values of the remaining optional nodes. Then, based on a greedy policy, they progressively
constructed a complete solution. Training the GNN through deep Q-learning [83] allowed the method
to approach the results of the CPLEX solver on the MVC problem, the MC problem and the TSP with
up to 1,200 nodes. Ma et al. [76] introduced a GNN to Ptr-Net, encoding all cities with the GNN to
obtain the graph embedding of each city. Simultaneously, they combined the point embeddings of each
city to select the next city. Additionally, the authors employed hierarchical reinforcement learning to
train the network, achieving efficient solving of the TSP with up to 1,000 cities. To further enhance the
solving speed, Hudson et al. [43] proposed a hybrid data-driven approach based on GNNs and guided
local search (GLS). It first predicted the regrets of including each edge of the graph in the solution,
and then merged these predictions with the original graph, inputting them into GLS to output the
final solution. While reinforcement learning-based combinatorial optimization methods have achieved
considerable success, their generalization performance remains limited for out-of-distribution data [46].
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To address this challenge, Jiang et al. [45] introduced group distributionally robust optimization (GDRO),
which alternately optimizes the weights of different group distributions and the parameters of deep
models during the training process. Qiu et al. [94] proposed the DIMES method, introducing a compact
continuous space to parameterize the underlying distribution of candidate solutions, making training
based on REINFORCE more stable. They also utilized meta-learning [39] for the effective initialization
of model parameters during fine-tuning. Ant colony optimization (ACO) [21] is a classic heuristic method,
but for specific problems, expert knowledge is often required to ensure solution quality. To address this,
Ye et al. [133] proposed DeepACO, which utilizes deep reinforcement learning for automatic heuristic
design, achieving performance surpassing the original ACO on 8 different COPs.

2.1.4 Transformer

Recently, Transformer has also achieved some competitive results. Luo et al. [75] introduced a novel light
encoder and heavy decoder (LEHD) model to dynamically capture relationships between all available
nodes of different sizes, enhancing the model’s generalization performance on large-scale problems. To
enhance the extraction of instance features, Deudon et al. [19] replaced the seq2seq model in Ptr-Net with
Transformer [118] and further optimized the results using a simple 2-opt [17] method. However, Kool et
al. [55] noted that the model used by Deudon et al. [19] did not fundamentally outperform traditional Ptr-
Net. To harness the potential of Transformer, the authors proposed the attention model (AM) method.
They first refined the decoding process, focusing on the first step and the last two steps of decision-
making during decoding. Additionally, they introduced a rollout baseline to replace the critic network.
Moreover, the best policy model during training serves as the baseline, and the parameters update only if
a policy surpasses this baseline. These improvements resulted in the optimization performance surpassing
previous reinforcement learning-based approaches and professional solvers like Concorde [3], LKH3 [36]
and Gurobi [88]. Kim and Park [50] utilized a model similar to Kool et al. [55], introducing a learning
collaborative policy (LCP) consisting of seeder and reviser strategies to further enhance optimization
performance. The seeder strategy generates as diverse possible solutions as possible, while the reviser
strategy decomposes these solutions into multiple parts for individual optimization, combining them into a
superior solution. Wu et al. [128] further employed deep reinforcement learning to directly learn a superior
rule. Additionally, earlier work did not account for the symmetry of solutions in path problems. Therefore,
Kwon et al. [58] proposed the policy optimization with the multiple optima (POMO) method, leveraging
the symmetry of solutions to reduce the baseline in the REINFORCE algorithm, making training faster
and more stable. It is noteworthy that the GDRO method proposed by Jiang et al. [45] can be integrated
with the POMO method, and thereby enabling training in the context of reinforcement learning. Based
on the POMO method, Hottung et al. [40] introduced effective active search (EAS), which, compared
with actively searching and fine-tuning all weights, selectively adjusts a small subset of weights for
better optimization performance. To adapt the model to larger-scale problems, Son et al. [105] proposed
the meta-SAGE method, where the scale meta-learner (SML) transforms context embeddings, and the
scheduled adaptation with guided exploration (SAGE) adjusts model parameters for specific instances
based on scale information. Ma et al. [77] found that positional encoding (PE) in Transformer is not
suitable for path problems such as the TSP. Hence, they developed the cyclic positional encoding (CPE)
method to capture the symmetry of solutions and proposed the dual-aspect collaborative Transformer
(DACT) to separately learn embeddings of node and position features. Zheng et al. [140] simultaneously
used three reinforcement learning methods (Q-learning [83], Sarsa [109] and Monte Carlo) to improve
the LKH method, replacing the α value used for candidate city selection and sorting in LKH with a
Q-value. The effectiveness was confirmed on the TSPLIB dataset with up to 85,900 cities, although the
overall performance was inferior to NeuroLKH [130]. Bi et al. [8] presented an adaptive multi-distribution
knowledge distillation (AMDKD) approach, using various knowledge from multiple teachers trained on
example distributions to generate a lightweight student model, and thereby learning a more generalized
deep model. Kim et al. [51] introduced Sym-NCO, a regularization-based training approach that leverages
symmetries such as rotation and reflection invariance in various COPs and solutions to improve the
generalization ability. Pan et al. [89] adopted a hierarchical reinforcement learning strategy, where the
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upper-level policy selects a small subset of nodes, and the lower-level policy outputs a route connecting
these nodes to the existing partial route. This end-to-end approach allows for rapid solving of COPs with
10,000 nodes. Hou et al. [41] proposed the two-stage divide method (TAM) to generate subproblems,
and then designed a two-step reinforcement learning process for training, ultimately achieving real-time
solving of large-scale VRPs. Cheng et al. [15] iteratively optimized a subproblem, extending small-scale
selectors and optimizers to large-scale TSP instances, significantly reducing solving time due to efficient
parallel computing. Zhou et al. [141] introduced a general meta-learning framework that utilizes second-
order techniques for effective model initialization, efficiently adapting to new tasks with limited data
during the inference process.

2.1.5 The large language model (LLM )

LLMs have made tremendous breakthroughs in the last two years, significantly impacting various
industries, for example, large models in computational biology like Geneformer [115] and time series
models such as one fits all [142]. Some researchers have begun attempting to solve COPs based on
LLMs. Wang et al. [123] were the first to use deep reinforcement learning to train bidirectional encoder
representations from transformers (BERT) for solving COPs (named BDRL). Compared with previous
encoder-decoder frameworks, there is no need to redesign the decoder for different problems, and the
model can be fine-tuned for specific tasks. By pretraining BERT on a large number of TSP/VRP-
20/50/100 instances and fine-tuning it on constrained variant tasks (CVRP, PCTSP), BDRL achieved
better results than several reinforcement learning-based methods, such as AM. However, training large
models is time-consuming and labor-intensive, and there is a growing interest in solving problems solely
through prompts. Recently, Yang et al. [131] proposed a simple and effective method called optimization
by prompting (OPRO) that utilizes LLMs as optimizers, where the optimization tasks are described in
natural language. In each optimization step, the LLM generates new solutions from prompts that include
previously generated solutions and their values, evaluates these new solutions, and adds them to the
prompts for the next optimization step (see Figure 2(a)). They conducted OPRO performance tests on
the TSP with 10 to 50 cities and compared them with the nearest neighbor (NN) and farthest insertion
(FI) methods. The LLMs used in the tests include text-bison1), GPT3.5-turbo, and GPT42). They found
that when n = 10, all the large models can find the optimal solution, but when n = 50, their performance
rapidly declines and is surpassed by the FI method. Additionally, they observed that GPT4 outperforms
GPT3.5-turbo and text-bison on all problem sizes. Liu et al. [72] further introduced the concept of
evolutionary algorithms, which instructs the LLM to select parent solutions from the current population,
and performs crossover and mutation to generate offspring solutions. Then these new solutions are
included in the population for the next generation. Although the introduction of evolutionary algorithms
improves the performance of OPRO, there is still a significant gap compared with heuristic methods such
as FI.

The above works use LLMs to generate new solutions at the operator level. However, their
performance declines considerably when applied to large-scale problems, mainly due to the longer solution
representation and large search space. To address this limitation, Liu et al. [71] proposed a novel approach
called AEL. It utilized an LLM to automatically generate optimization algorithms via an evolutionary
framework. The results show that heuristic methods derived from AEL can achieve better results than
simple hand-crafted and LLM-generated heuristics in the TSP with up to 1,000 cities. Recently, an
inspiring work was published in Nature, which introduced the FunSearch [96] method. It achieved the
best results in the cap set problem and significantly outperformed the first fit and best fit methods in
the online bin packing problem. Compared with previous methods, FunSearch uses a simple program
template as a prompt, and the LLM only needs to generate the most essential functions. Additionally,
FunSearch utilizes code-specific models (Codey3)) instead of general-purpose LLMs for generation and
employs an island model to update the function database (see Figure 2(b)).

1) https://cloud.google.com/vertex-ai/docs/generative-ai/learn/models
2) http://openai.com/api/
3) https://cloud.google.com/vertex-ai/docs/generative-ai/code/code-models-overview
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(a)

(b)

Figure 2 (Color online) Two representative prompt learning-based combinatorial optimization methods, which leverage
LLMs to generate either (a) new solutions and (b) new programs, respectively

2.2 The vehicle routing problem (VRP)

The VRP is a more complex version of the TSP, with the objective of determining the best route of nodes
(or cities) to minimize the total travel expense, while still adhering to other restrictions like capacity
limits. A number of strategies outlined in the previous section for resolving the TSP are also applicable
to the VRP. However, in this subsection, we focus solely on techniques that are uniquely tailored for
the VRP. Nazari et al. [86] addressed the dynamic features of the VRP. Considering both customer
coordinates (static) and demands (dynamic) simultaneously, the authors replaced the recurrent layer in
the encoder with a one-dimensional convolutional layer, significantly improving computational speed.
While its performance on the TSP did not surpass that of Bello et al. [5], it outperformed classical
heuristic methods on the VRP.

Gao et al. [24] introduced a graph attention network (GAT) to encode problem features, and then used
destroy and repair policies to improve solution quality. These policies were trained using the proximal
policy optimization (PPO) [100] algorithm and the testing results on various scales of the capacitated
vehicle routing problem (CVRP) indicated that this method outperformed that of Kool et al. [55].

Li et al. [66] proposed a learning-enhanced local search framework, learning-to-delegate, and it identifies
appropriate subproblems and iteratively improves the quality of solutions using a black-box solver.
Leveraging spatial locality, it only needs to consider a linear number of subproblems at each iteration. As
a result, this approach accelerates SOTA VRP solvers by 10× to 100×, while still achieving competitive
solution qualities for VRPs ranging in size from 500 to 3,000.

Notably, deep reinforcement learning methods can automatically learn search rules, often outperform-
ing manually designed rules. An early example of such an approach is NeuRewriter proposed by Chen
and Tian [14], which constructs a feasible solution and then guides the local search process using the
region-picker and rule-picker policies (trained using an actor-critic algorithm) to continuously improve
solution quality. This method outperforms OR-tools in the job shop scheduling problem (JSSP) and the
VRP. Lu et al. [74] proposed the learn-to-improve (LSI) framework, which utilizes deep reinforcement
learning to train a selection policy. In each iteration of local search, this policy selects one operator from
a library of 9 improvement operators to enhance the current solution. When the solution reaches a local
optimum, it is perturbed. Testing on different scales of the CVRP showed that LSI outperformed LKH
in both solving speed and solution quality. GNNs efficiently represent graph structure information in
COPs, making them a recent research hotspot.

2.3 The maximal independent set (MIS)

Li et al. [69] estimated the likelihood (probability) of a node belonging to the optimal solution on a
graph by training a GCN. Based on these probabilities, they used tree search to construct feasible
solutions, ultimately selecting the best solution from numerous possibilities. The method was applied
to solve various COPs, including the MIS, with results indicating superior optimization performance
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compared with several benchmark methods. In addition, both the previously mentioned T2TCO and
DIFUSCO are also based on supervised learning and the GNN to solve the MIS problem, while DIMES
uses a reinforcement learning strategy. The emergence of unsupervised deep learning methods has only
occurred in recent years. Toenshoff et al. [116] proposed a recurrent unsupervised neural network for
the constraint satisfaction problem (CSP), RUN-CSP. It is based on a constraint language that can
automatically or manually design a loss function. Optimizing this loss function yields solutions to the
CSP, and the method has demonstrated results close to traditional greedy algorithms on CSPs with up
to 5,000 nodes. The physics-inspired GNN (PIGNN), recently proposed by Schuetz et al. [98], represents
an example of the unsupervised learning paradigm. Initially, it encodes the objective of COPs into the
Hamiltonian corresponding to the quadratic unconstrained binary optimization (QUBO) problem

H = xTQx =
∑
i,j

xiQijxj , (2.3)

where Q is a constant matrix encoding the COP and xi ∈ {0, 1} is the state of variable i. For example,
for the MIS problem in Figure 1(c), the Hamiltonian can be written as

HMIS = −
∑
i∈V

xi + P
∑

(i,j)∈E

xixj , (2.4)

where V and E are the sets of nodes and edges of a given graph, respectively. P is a penalty parameter,
usually set to 2. PIGNN transforms HMIS into a differentiable loss function by replacing xi with pi(θ),
where θ represents all parameters in a GNN and represents the final output of the GNN model on node i,
i.e.,

lossMIS(θ) =
∑
i,j

pi(θ)Qijpj(θ). (2.5)

Just optimize this loss function to get pi(θ), and a simple projection operation (the simplest one is to use
a threshold of 0.5, where pi(θ) above the threshold is set to be 1 and the values below the threshold are
set to be 0, which will give the final solution). Two significant advantages of the PIGNN over previous
work are that it can be applied to all COPs that can be transformed into QUBOs and that it can
handle large-scale (up to a million variables) COPs. From the last section, it is evident that the PIGNN
transforms the solution process of COPs into the optimization process of a loss function. Therefore,
the learning algorithm of neural networks plays a decisive role in the results of COPs. Although deep
learning has achieved remarkable results, the cornerstone of these achievements from the perspective of
learning algorithms is still the famous error backpropagation (BP) [97] algorithm and its variants such
as SGD [108] and Adam [52]. Despite the success of BP-based algorithms, they still suffer from two
significant flaws. Firstly, due to the fact that the BP algorithm is primarily based on gradient dynamics,
it is prone to get stuck in local minima (its variants may introduce stochastic dynamics to alleviate this).
Secondly, from a biological perspective, existing experimental results [79,104] suggest that the brain uses
chaotic dynamics to process information rather than gradient dynamics. In order to address these two
flaws of the BP algorithm, Tao et al. [113] proposed the chaotic backpropagation (CBP) algorithm, which
introduces a loss function losschaos from the internal neural interaction of a neural network, formulated
as follows:

losschaos = −
l∑

i=1

Mi∑
j=1

zij [I0 lnxij + (1− I0) ln(1− xij)], (2.6)

where xij is the output of the j-th neuron in the i-th layer of a multilayer perceptron (MLP) with l layers.
There are Mi neurons in the i-th layer and wijk is the weight from xi−1,k to xij . I0 is a constant between 0
and 1, and zij is a scalar parameter that controls the chaotic intensity (or annealing temperature) of wijk.
It can be demonstrated in [113] that when zij is sufficiently large, the introduction of losschaos leads to the
emergence of chaotic dynamics for wijk. Due to the ergodicity of chaotic dynamics in the fractal space,
wijk can sample a broader parameter space. Furthermore, as zij undergoes annealing (zij ← β zij , where
β > 0 is annealing constant less than 1, e.g., 0.999), the corresponding losschaos gradually approaches
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zero, at which point the CBP algorithm degenerates into the BP algorithm, ensuring the convergence
of learning. Experimental results on benchmark datasets such as CIFAR10 demonstrate that the CBP
algorithm not only outperforms BP in terms of optimization performance on the training set but also
exhibits superior generalization performance on the test set. Recently, the authors further extended the
CBP algorithm to GNNs and combined it with the PIGNN for solving large-scale COPs [114], and spiking
neural networks [125]. The results show that it significantly outperforms the BP-based PIGNN on the
MCut, MIS and GC, providing a promising approach for solving large-scale COPs.

2.4 Maximum cut (MCut)

To solve MCut problems, Abe et al. [1] improved the generalization ability by replacing the Q-learning
in S2V-DQN with the more efficient AlphaGo Zero [103]. However, previous work constructed solutions
by incrementally adding nodes, preventing the agent from correcting previous decisions and resulting in
suboptimal optimization performance. Therefore, Barrett et al. [4] proposed training an agent through
reinforcement learning to reassess the Q-values of adding or removing nodes during testing, achieving
corrections for early decisions.

Yao et al. [132] directly employed the MCut number as a loss function. By introducing relaxation,
they made the loss function differentiable. Ultimately, an unsupervised learning approach was utilized
to solve the MCut problem with 500 nodes. In contrast, based on the QUBO framework, the PIGNN
further increases the size of problems that can be handled to 1,000,000.

2.5 Minimal vertex cover (MVC)

The S2V-DQN model proposed by Dai et al. [18] has been demonstrated to tackle the MVC problem
effectively, showing a capacity to generalize for graphs with up to 1,200 nodes. Using the S2V-DQN model
as a reference point, the methods put forth by Li et al. [69] and Abe et al. [1] have shown superior results.
Recently, Manchanda et al. [78] employed an innovative probabilistic greedy mechanism to estimate a
node’s quality and applied GCNs to MVC problems involving up to 5,000 nodes. This approach yielded
a noteworthy enhancement in performance compared with the previously mentioned methods.

2.6 Graph coloring (GC)

The GC problem is a common extension of the MCut problem. The goal of the GC problem is to find the
smallest number of colors needed to color the nodes of a graph such that no edge connects two nodes of
the same color. Lemos et al. [61] trained a simple GNN on a large number of randomly generated graphs
to solve the GC problem, showing that its performance can surpass tabu search and greedy methods
under certain graph distributions. More recently, the unsupervised learning approach of the PIGNN was
expanded to handle more complex GC problems. This method outperformed traditional tabu search
techniques on citation graphs with up to 20,000 nodes [67,99].

2.7 Satisfiability (SAT)

Selsam et al. [101] introduced NeuroSAT, a model that predicts the satisfiability of SAT problems
using a trained message-passing neural network. The method maintains the permutation invariance and
negation invariance of Boolean formulae via symmetric edge connections and message passing. While the
optimization performance of this approach might not match up to state-of-the-art (SOTA) solvers, it does
demonstrate significant benefits in terms of computational efficiency and generalization performance. In
contrast to the end-to-end approach of NeuroSAT, Zhang et al. [138] put forth NLocalSAT. This method
enhances the performance of the stochastic local search (SLS) solver by guiding the initial assignments
with a GCN. The output of this network is a predicted solution. It is important to note that the
aforementioned methods aim to predict a single satisfying assignment for a satisfiable formula. However,
there can be multiple satisfying solutions, which raises the question of which particular solution should
be generated. To address this, NSNet [70] performs marginal inference in the solution space of an SAT
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problem, estimating the assignment distribution of each variable among all satisfying assignments. This
approach provides a more comprehensive understanding of the solution space, potentially leading to more
effective and diverse solutions.

Contrasting the supervised-learning based methods mentioned earlier, Yolcu et al. [135] introduced a
variable selection heuristic for SLS solvers, computed by a GNN through deep reinforcement learning.
In this methodology, the policy GNN takes the current assignment as input and outputs a probability
distribution over variables, reflecting their likelihood of being flipped in the next iteration. Despite these
advancements, the selection heuristics typically employed in SAT solvers often make suboptimal decisions.
To address this, Kurin et al. [57] proposed Graph-Q-SAT. This method formulates the Boolean formulae
as variable-clause graphs and learns a value function for each variable node, with a simple policy to
select the variables with the maximum value. For a more in-depth discussion of deep learning-based SAT
solvers, please refer to the review by Guo et al. [32].

2.8 Mixed integer linear programming (MILP)

MILP is indeed a widely used modeling technique for COPs. Traditionally, MILP can be solved
using a linear-programming based branch-and-bound (B&B) algorithm. This algorithm partitions the
search space by branching on variables’ values and smartly uses bounds from problem relaxations to
prune unpromising regions from the tree. However, solving a complex MILP problem often requires
a large number of branching variable selection (BVS) decisions, which are crucial for the performance
of the solver. The selection of branching variables typically relies on a multitude of expert-designed
rules. Recently, deep learning-based methods have shown competitive results. For example, Ding et
al. [20] created a tripartite graph from the MILP formulation and trained a GCN for variable solution
prediction based on the collected features, labels and tripartite graphs. Gupta et al. [33] proposed a
hybrid architecture that uses a GNN model only at the root node of the B&B tree and a weaker but
faster predictor at the remaining nodes. This approach results in an effective time-accuracy trade-off in
branching.

In contrast to SL-based methods, RL can learn a policy for BVS from scratch. This approach provides
a more flexible and potentially more effective means of solving complex MILP problems. Gasee et al. [25]
proposed a new GCN for learning branch-and-bound variable selection policies. This method takes
advantage of the natural variable-constraint bipartite graph representation of MILPs. Nair et al. [84]
encoded a MILP into a GCN as a bipartite graph and computed an initial feasible solution. The GCN
is then trained to imitate the policy branching that un-assigns one variable at a time, interleaved with
solving a sub-MILP problem to compute a new solution. This method shows a significant improvement
over SCIP (a popular MILP solver) on both large-scale real-world application datasets and MIPLIB. The
cutting plane technique is often integrated into the branch-and-bound method to improve efficiency. Some
works have sought to use deep learning to select cutting planes. For example, Tang et al. [112] introduced
a Markov decision process (MDP) formulation for the problem of sequentially selecting cutting planes for
MILP, and trained an RL agent using evolutionary strategies. Inspired by the observation that a greedy
selection rule looking ahead to select cuts that yield the best bound improvement delivers strong decisions
for cut selection, Paulus et al. [90] proposed NeuralCut for imitation learning on the lookahead expert.
Recently, Wang et al. [124] found that the order of selected cuts significantly impacts the efficiency
of solving MILPs. Therefore, they proposed a novel hierarchical sequence model to learn policies by
selecting an ordered subset via reinforcement learning. This method greatly improves the efficiency of
solving MILPs compared with human-designed and learning-based baselines on both synthetic and large-
scale real-world MILPs. For a more comprehensive discussion of the deep learning-based MILP solver,
please refer to the reviews [42,137].

3 Discussions and future directions
In the previous section, we have discussed how three different learning paradigms can address COPs.
Specifically, end-to-end methods based on supervised learning exhibit significantly faster solving speeds
than traditional operations research methods. Once the model is trained, it can rapidly solve problems
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of the same type through inference. However, these methods require a large number of samples that have
already been solved with high quality to serve as a training set. Moreover, the quality of solving depends
significantly on the training set, making it challenging for them to outperform traditional methods,
especially in large-scale scenarios [134]. End-to-end methods based on reinforcement learning can avoid
dependence on high-quality training sets and exhibit stronger generalization capabilities. However, the
training speed is noticeably slower than that of methods based on supervised learning. End-to-end
methods based on unsupervised learning can solve large-scale COPs. However, with the exception of
a few cases of self-imitation learning [106], they can only solve one instance at a time, requiring a
new training process for each given instance. Consequently, it is currently challenging to extend these
methods to online optimization scenarios [44]. In addition to end-to-end methods, recently, there has been
a focus on improving local search methods using deep reinforcement learning. These methods replace
manually designed rules with learned search rules, resulting in strong optimization performance that in
some scenarios, even surpasses that of professional solvers. However, it is crucial to note that the vast
majority of them are heuristics, and their computational efficiencies are still usually much lower than
supervised learning-based methods. Finally, directly using LLMs to generate solutions for COPs is not a
suitable choice. On the contrary, utilizing LLMs to generate programs or functions has not only achieved
significantly better performance but also demonstrated good interpretability. In conclusion, although
there has been some progress in using LLMs and prompt learning to solve COPs, the overall field is
still in its early stages [30]. For some classic COPs, these methods still have a noticeable performance
gap compared with deep learning approaches based on traditional operations research. Deep integration
with existing SOTA methods and automatic prompt optimization may bring brighter prospects to this
field. In summary, current methods based entirely on deep learning (i.e., not relying on existing solvers
at all) cannot achieve both computational efficiency and quality simultaneously higher than traditional
operations research methods. In practical applications, a trade-off between speed and quality needs to
be considered [73].

Through analyzing existing methods, it is evident that the choice of network models significantly
influences optimization performance. For COPs where the order of nodes holds significance, such as
the TSP and VRP, models based on attention mechanisms, like Transformer, often exhibit promising
results [55, 86]. In contrast, for COPs where the order of nodes is irrelevant, such as the MC and MIS,
graph neural networks are more commonly used [18, 69]. However, these two network models are not
mutually exclusive, and some studies combining them have achieved favorable results [24,76].

It is worth noting that deep learning-based combinatorial optimization methods have been developed
for less than 10 years. In the early stages, these methods could only solve very small instances, such
as the TSP with fewer than 100 cities [5, 121]. Moreover, both in terms of solving speed and solution
quality, they fell far behind professional solvers. Subsequently, numerous efforts have been made to
extend these methods to larger and more complex datasets and enhance solving speed using various
approaches [23, 55]. Recent works have further focused on the generalization performance of these
methods [68, 75, 105]. Although, currently, deep learning-based combinatorial optimization methods
cannot yet replace professional solvers in many practical scenarios, considering that these professional
solvers have undergone lengthy development and optimization, the progress achieved by deep learning-
based combinatorial optimization methods is significant. We can anticipate the emergence of more
universal and practical methods in this active research field in the foreseeable future.

Finally, while deep learning-based combinatorial optimization methods have achieved results surpassing
professional solvers in some scenarios, overall, they are still in the early stages of development. This is
especially true in the following aspects, where there is significant room for improvement.

(1) For end-to-end methods, the choice of the network model significantly influences optimization
performance. For example, the multi-head attention layer in Transformer compared with the regular
attention layer in Prt-Net, or GraphSAGE [35] compared with GCN. Therefore, designing more efficient
network models tailored to different COPs is a crucial research direction.

(2) For deep learning-based local search methods, although they have achieved good optimization
results, they are fundamentally search methods, and their solving speed is still much slower than end-to-
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end methods. Therefore, improving the efficiency of their search is a crucial issue for such methods.
(3) Currently, there is relatively less research on unsupervised learning. The main issue is that each

problem requires resolving, and it remains unknown whether there exists a more efficient algorithm to
overcome this limitation.

(4) Most learning algorithms for neural networks are based on gradient dynamics, such as REINFORCE
in reinforcement learning and Adam in supervised learning. However, learning algorithms based on
gradient dynamics are prone to getting stuck in local optima. A recent research has proposed a learning
algorithm inspired by the chaotic dynamics in the brain [113]. Introducing this chaotic learning algorithm
into the training process to solve COPs is a promising avenue worth exploring.

(5) Most deep learning-based methods are designed for static, single-objective and unconstrained COPs.
Exploring how to leverage deep learning to solve practical applications involving dynamic, multi-objective
and constrained COPs is an important direction for future research [63,64,139].

(6) Quantum approximate optimization algorithms (QAQAs) have shown tremendous potential in
solving combinatorial optimization problems, such as coherent Ising machines [28, 34, 81]. Combining
deep learning methods with QAQA is also a promising direction worthy of in-depth research.

(7) Through prompt engineering, LLMs have the potential to offer superior solutions or programs for
COPs, and preliminary progress has already been made. Consequently, the application of automatic
prompt optimization [131] and the integration of SOTA methods hold great promise for tackling larger-
scale and more intricate COPs.
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